**H1B VISA Analysis**

**Step 1. Create block size into 64 MB.**

Step 1. Cd /hadoop-2.7.1/etc/hadoop

step 2. /hadoop-2.7.1/etc/hadoop$ gedit hdfs-site.xml

step 3. set the blocksize(67108864(64\*1024\*1024)) in hdfs-site.xml

<property>

<name>dfs.blocksize</name>

<value>67108864</value>

</property>

step 4. uploaded data into hdfs by using hadoop (hadoop fs -put gateway- /niit/ )command to check the block size . Before default block size was 128 MB and now it got changed into 64 MB.

**Step 2. creating table and loading the data in HDFS using hive queries.**

hive> create database niit1;

hive>use niit1;

hive> show tables;

hive> CREATE TABLE h1b\_applications( sno int, case\_status string, employer\_name string, soc\_name string, job\_title string, full\_time\_position string, prevailining\_wage int, year string, worksite string, longitude double, latitude double) ROW FORMAT SERDE 'org.apache.hadoop.hive.serde2.OpenCSVSerde' WITH SERDEPROPERTIES ("separatorChar"=",","quotesChar"="\"") STORED AS TEXTFILE;

OK

Time taken: 1.251 seconds

hive> LOAD DATA LOCAL INPATH '/home/hduser/H1B/h1b.csv' OVERWRITE INTO TABLE h1b\_applications;

Loading data to table default.h1b\_application

Table default.h1b\_application stats: [numFiles=1, numRows=0, totalSize=492258374, rawDataSize=0]

OK

Time taken: 22.823 seconds

hive> describe h1b\_applications;

OK

sno string from deserializer

case\_status string from deserializer

employer\_name string from deserializer

soc\_name string from deserializer

job\_title string from deserializer

full\_time\_position string from deserializer

prevailining\_wage string from deserializer

year string from deserializer

worksite string from deserializer

longitude string from deserializer

latitude string from deserializer

Time taken: 0.197 seconds, Fetched: 11 row(s)

→ 3002458 records are loaded.

hive> select COUNT(\*) from h1b\_applications;

3002458

Time taken: 133.059 seconds, Fetched: 1 row(s)

hive> select \* from h1b\_applications limit 5;

OK

1 CERTIFIED-WITHDRAWN UNIVERSITY OF MICHIGAN BIOCHEMISTS AND BIOPHYSICISTS POSTDOCTORAL RESEARCH FELLOW N 36067 2016 ANN ARBOR, MICHIGAN -83.7430378 42.2808256

2 CERTIFIED-WITHDRAWN GOODMAN NETWORKS, INC. CHIEF EXECUTIVES CHIEF OPERATING OFFICER Y 242674 2016 PLANO, TEXAS -96.6988856 33.0198431

3 CERTIFIED-WITHDRAWN PORTS AMERICA GROUP, INC. CHIEF EXECUTIVESCHIEF PROCESS OFFICER Y 193066 2016 JERSEY CITY, NEW JERSEY -74.0776417 40.7281575

4 CERTIFIED-WITHDRAWN GATES CORPORATION, A WHOLLY-OWNED SUBSIDIARY OF TOMKINS PLC CHIEF EXECUTIVES REGIONAL PRESIDEN, AMERICAS Y 220314 2016 DENVER, COLORADO -104.990251 39.7392358

5 WITHDRAWN PEABODY INVESTMENTS CORP. CHIEF EXECUTIVES PRESIDENT MONGOLIA AND INDIA Y 157518.4 2016 ST. LOUIS, MISSOURI -90.1994042 38.6270025

Time taken: 4.089 seconds, Fetched: 5 row(s)

hive>

hive> select distinct case\_status from h1b\_applications;

Total MapReduce CPU Time Spent: 31 seconds 990 msec

OK

CERTIFIED-WITHDRAWN

PENDING QUALITY AND COMPLIANCE REVIEW - UNASSIGNED

REJECTED

WITHDRAWN

CERTIFIED

DENIED

INVALIDATED

NA

Time taken: 70.051 seconds, Fetched: 8 row(s)

hive> select distinct year from h1b\_applications;

59 HDFS Write: 36 SUCCESS

Total MapReduce CPU Time Spent: 43 seconds 100 msec

OK

NULL

2011

2013

2015

2012

2014

2016

NA

Time taken: 140.497 seconds, Fetched: 8 row(s)

hive>

hive> select year, COUNT(case\_status) from h1b\_applications group by year;

Total MapReduce CPU Time Spent: 40 seconds 190 msec

OK

NULL 7

2011 358767

2013 442110

2015 618727

2012 415605

2014 519426

2016 647803

NA 13

Time taken: 82.192 seconds, Fetched: 8 row(s)

hive>

**Step 3: formatting the table and removing the null values from the existing table by creating new table.**

CREATE TABLE h1b\_app2(sno int,case\_status string, employer\_name

string, soc\_name string, job\_title string, full\_time\_position

string,prevailining\_wage int,year string, worksite string, longitude

double, latitude double )

row format delimited

fields terminated by '\t'

STORED AS TEXTFILE;

INSERT OVERWRITE TABLE h1b\_app2 SELECT regexp\_replace(sno, "\t", ""),

regexp\_replace(case\_status, "\t", ""), regexp\_replace(employer\_name,

"\t", ""), regexp\_replace(soc\_name, "\t", ""),

regexp\_replace(job\_title, "\t", ""),

regexp\_replace(full\_time\_position, "\t", ""),

regexp\_replace(prevailining\_wage, "\t", ""), regexp\_replace(year, "\t",

""), regexp\_replace(worksite, "\t", ""), regexp\_replace(longitude,

"\t", ""), regexp\_replace(latitude, "\t", "") FROM h1b\_applications

where case\_status != "NA";

**Step 4: creating final table to order the case\_status field in the existing tables.**

CREATE TABLE h1b\_final(sno int,case\_status string, employer\_name

string, soc\_name string, job\_title string, full\_time\_position

string,prevailining\_wage int,year string, worksite string, longitude

double, latitude double )

row format delimited

fields terminated by '\t'

STORED AS TEXTFILE;

INSERT OVERWRITE TABLE h1b\_final SELECT sno, case when trim(case\_status) = "PENDING QUALITY AND COMPLIANCE REVIEW - UNASSIGNED" then "DENIED" when trim(case\_status) = "REJECTED" then "DENIED" when trim(case\_status) = "INVALIDATED" then "DENIED"

else case\_status end,employer\_name, soc\_name, job\_title, full\_time\_position,prevailining\_wage,year, worksite, longitude, latitude FROM h1b\_app2;

hive> select distinct case\_status from h1b\_final;

CERTIFIED-WITHDRAWN

WITHDRAWN

CERTIFIED

DENIED

Time taken: 57.755 seconds, Fetched: 4 row(s)

select COUNT(\*) from h1b\_final;

3002445

select \* from h1b\_final limit 5;

OK

1 CERTIFIED-WITHDRAWN UNIVERSITY OF MICHIGAN BIOCHEMISTS AND BIOPHYSICISTS POSTDOCTORAL RESEARCH FELLOW N 36067 2016 ANN ARBOR, MICHIGAN -83.7430378 42.2808256

2 CERTIFIED-WITHDRAWN GOODMAN NETWORKS, INC. CHIEF EXECUTIVES CHIEF OPERATING OFFICER Y 242674 2016 PLANO, TEXAS -96.6988856 33.0198431

3 CERTIFIED-WITHDRAWN PORTS AMERICA GROUP, INC. CHIEF EXECUTIVESCHIEF PROCESS OFFICER Y 193066 2016 JERSEY CITY, NEW JERSEY -74.0776417 40.7281575

4 CERTIFIED-WITHDRAWN GATES CORPORATION, A WHOLLY-OWNED SUBSIDIARY OF TOMKINS PLC CHIEF EXECUTIVES REGIONAL PRESIDEN, AMERICAS Y 220314 2016 DENVER, COLORADO -104.990251 39.7392358

5 WITHDRAWN PEABODY INVESTMENTS CORP. CHIEF EXECUTIVES PRESIDENT MONGOLIA AND INDIA Y 157518 2016 ST. LOUIS, MISSOURI -90.1994042 38.6270025

Time taken: 0.126 seconds, Fetched: 5 row(s)

hive>

select distinct year from h1b\_final;

2011

2013

2015

2012

2014

2016

Data is stored in HDFS under /user/hive/warehouse/niit1.db/h1b\_final

**Hadoop Distributed File System:** HDFS, the storage layer of Hadoop, is a distributed, scalable, Java-based file system adept at storing large volumes of unstructured data.

using hadoop command coping data from hive to rool directory:

hadoop fs -cp -p /user/hive/warehouse/niit.db/h1b\_final /

**Analysis which I have done by using the tools mapreduce, hive, pig and sqoop**

**MapReduce**

**MapReduce:** MapReduce is a software framework that serves as the compute layer of Hadoop. MapReduce jobs are divided into two parts. The “Map” function divides a query into multiple parts and processes data at the node level. The “Reduce” function aggregates the results of the “Map” function to determine the “answer” to the query.

**1 a) Is the number of petitions with Data Engineer job title increasing over time?**

Ans:

package h1b\_project;

import java.io.\*;

import org.apache.hadoop.io.NullWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.mapreduce.Job;

import org.apache.hadoop.mapreduce.Mapper;

import org.apache.hadoop.mapreduce.Reducer;

import org.apache.hadoop.conf.\*;

import org.apache.hadoop.fs.\*;

import org.apache.hadoop.mapreduce.lib.input.\*;

import org.apache.hadoop.mapreduce.lib.output.\*;

public class DataEngineer {

public static class MapClass extends Mapper<LongWritable,Text,NullWritable,Text>

{

public void map(LongWritable key, Text value, Context context) throws IOException,InterruptedException

{

try{

String[] record =value.toString().split("\t");

String job\_title=record[4];

String year=record[7];

if(job\_title.contains("DATA ENGINEER"))

{

context.write(NullWritable.get(),new Text(year));

}

}

catch(Exception e)

{

System.out.println(e.getMessage());

}

}

}

public static class ReduceClass extends Reducer<NullWritable,Text,NullWritable,Text>

{

Text result =new Text();

public void reduce(NullWritable key, Iterable<Text> values,Context context) throws IOException, InterruptedException

{

long count1=0,count2=0,count3=0,count4=0,count5=0,count6=0;

double cycle1=0,cycle2=0,cycle3=0,cycle4=0,cycle5=0;

for (Text val : values)

{

String year=val.toString();

if(year.equals("2011"))

{

count1++;

}

else if(year.equals("2012"))

{

count2++;

}

else if(year.equals("2013"))

{

count3++;

}

else if(year.equals("2014"))

{

count4++;

}

else if(year.equals("2015"))

{

count5++;

}

else if(year.equals("2016"))

{

count6++;

}

}

if(count1 !=0)

{

cycle1=((count2-count1)\*100)/count1;

}

else {

cycle1=0;

}

if (count2 !=0)

{

cycle2=((count3-count2)\*100)/count2;

}

else

{

cycle2=0;

}

if (count3 !=0)

{

cycle3=((count4-count3)\*100)/count3;

}

else

{

cycle3=0;

}

if (count4 !=0)

{

cycle4=((count5-count4)\*100)/count4;

}

else

{

cycle4=(count5-count4)\*10;

}

if (count5 !=0)

{

cycle5=((count6-count5)\*100)/count5;

}

else

{

cycle5=0;

}

double avg=(cycle1+cycle2+cycle3+cycle4+cycle5)/5;

String newavg=String.format("%.2f", avg);

String myrow=cycle1+","+cycle2+","+cycle3+","+","+cycle4+","+cycle5+","+newavg;

result.set(myrow);

context.write(key, result);

}

}

public static void main(String[] args) throws Exception

{

Configuration conf = new Configuration();

Job job = Job.getInstance(conf);

conf.set("mapreduce.output.textoutputformat.separator", ",");

job.setJarByClass(DataEngineer.class);

job.setMapperClass(MapClass.class);

job.setReducerClass(ReduceClass.class);

job.setMapOutputKeyClass(NullWritable.class);

job.setMapOutputValueClass(Text.class);

job.setOutputKeyClass(NullWritable.class);

job.setOutputValueClass(Text.class);

FileInputFormat.addInputPath(job, new Path(args[0]));

FileOutputFormat.setOutputPath(job, new Path(args[1]));

System.exit(job.waitForCompletion(true) ? 0 : 1);

}

}

17/04/30 04:37:58 INFO mapreduce.Job: Counters: 50

File System Counters

FILE: Number of bytes read=12053

FILE: Number of bytes written=630904

FILE: Number of read operations=0

FILE: Number of large read operations=0

FILE: Number of write operations=0

HDFS: Number of bytes read=449865655

HDFS: Number of bytes written=31

HDFS: Number of read operations=15

HDFS: Number of large read operations=0

HDFS: Number of write operations=2

Job Counters

Killed map tasks=1

Launched map tasks=5

Launched reduce tasks=1

Data-local map tasks=5

Total time spent by all maps in occupied slots (ms)=204177

Total time spent by all reduces in occupied slots (ms)=12730

Total time spent by all map tasks (ms)=204177

Total time spent by all reduce tasks (ms)=12730

Total vcore-seconds taken by all map tasks=204177

Total vcore-seconds taken by all reduce tasks=12730

Total megabyte-seconds taken by all map tasks=209077248

Total megabyte-seconds taken by all reduce tasks=13035520

Map-Reduce Framework

Map input records=3002445

Map output records=1721

Map output bytes=8605

Map output materialized bytes=12071

Input split bytes=460

Combine input records=0

Combine output records=0

Reduce input groups=1

Reduce shuffle bytes=12071

Reduce input records=1721

Reduce output records=1

Spilled Records=3442

Shuffled Maps =4

Failed Shuffles=0

Merged Map outputs=4

GC time elapsed (ms)=2104

CPU time spent (ms)=13800

Physical memory (bytes) snapshot=1026654208

Virtual memory (bytes) snapshot=7510507520

Total committed heap usage (bytes)=771047424

Shuffle Errors

BAD\_ID=0

CONNECTION=0

IO\_ERROR=0

WRONG\_LENGTH=0

WRONG\_MAP=0

WRONG\_REDUCE=0

File Input Format Counters

Bytes Read=449865195

File Output Format Counters

Bytes Written=31

35.0,86.0,64.0,,58.0,99.0,68.40

**b) Find top 5 job titles who are having highest growth in applications.**

Ans:

package h1b\_project;

import java.io.\*;

import java.util.TreeMap;

import org.apache.hadoop.io.NullWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.mapreduce.Job;

import org.apache.hadoop.mapreduce.Mapper;

import org.apache.hadoop.mapreduce.Reducer;

import org.apache.hadoop.conf.\*;

import org.apache.hadoop.fs.\*;

import org.apache.hadoop.mapreduce.lib.input.\*;

import org.apache.hadoop.mapreduce.lib.output.\*;

public class JobTitles {

public static class MapClass extends Mapper<LongWritable,Text,Text,Text>

{

Text job =new Text();

public void map(LongWritable key, Text value, Context context) throws IOException,InterruptedException

{

try{

String[] record = value.toString().split("\t");

String job\_title=record[4];

String year=record[7];

job.set(job\_title);

context.write(job,new Text(year));

}

catch(Exception e)

{

System.out.println(e.getMessage());

}

}

}

public static class ReduceClass extends Reducer<Text,Text,NullWritable,Text>

{

private TreeMap<Double, Text> topRecordMap = new TreeMap<Double, Text>();

Text result =new Text();

public void reduce(Text key, Iterable<Text> values,Context context) throws IOException, InterruptedException

{

long count1=0,count2=0,count3=0,count4=0,count5=0,count6=0;

double cycle1=0,cycle2=0,cycle3=0,cycle4=0,cycle5=0;

for (Text val : values)

{

String year=val.toString();

if(year.equals("2011"))

{

count1++;

}

else if(year.equals("2012"))

{

count2++;

}

else if(year.equals("2013"))

{

count3++;

}

else if(year.equals("2014"))

{

count4++;

}

else if(year.equals("2015"))

{

count5++;

}

else if(year.equals("2016"))

{

count6++;

}

}

if(count1 !=0)

{

cycle1=((count2-count1)\*100)/count1;

}

else {

cycle1=0;

}

if (count2 !=0)

{

cycle2=((count3-count2)\*100)/count2;

}

else

{

cycle2=0;

}

if (count3 !=0)

{

cycle3=((count4-count3)\*100)/count3;

}

else

{

cycle3=0;

}

if (count4 !=0)

{

cycle4=((count5-count4)\*100)/count4;

}

else

{

cycle4=0;

}

if (count5 !=0)

{

cycle5=((count6-count5)\*100)/count5;

}

else

{

cycle5=0;

}

double avg=(cycle1+cycle2+cycle3+cycle4+cycle5)/5;

String newavg=String.format("%.2f", avg);

String mykey=key.toString();

String myvalue=mykey+","+newavg;

topJobMap.put(new Double(newavg),new Text(myvalue));

if (topJobMap.size() > 5)

{

topJobMap.remove(topJobMap.firstKey());

}

}

protected void cleanup(Context context) throws IOException,

InterruptedException

{

for (Text t : topJobMap.descendingMap().values())

{

context.write(NullWritable.get(), t);

}

}

}

public static void main(String[] args) throws Exception

{

Configuration conf = new Configuration();

Job job = Job.getInstance(conf);

conf.set("mapreduce.output.textoutputformat.separator", ",");

job.setJarByClass(JobTitles.class);

job.setMapperClass(MapClass.class);

job.setReducerClass(ReduceClass.class);

job.setMapOutputKeyClass(Text.class);

job.setMapOutputValueClass(Text.class);

job.setOutputKeyClass(NullWritable.class);

job.setOutputValueClass(Text.class);

FileInputFormat.addInputPath(job, new Path(args[0]));

FileOutputFormat.setOutputPath(job, new Path(args[1]));

System.exit(job.waitForCompletion(true) ? 0 : 1);

}

}

File System Counters

FILE: Number of bytes read=89991890

FILE: Number of bytes written=180590493

FILE: Number of read operations=0

FILE: Number of large read operations=0

FILE: Number of write operations=0

HDFS: Number of bytes read=449865655

HDFS: Number of bytes written=157

HDFS: Number of read operations=15

HDFS: Number of large read operations=0

HDFS: Number of write operations=2

Job Counters

Launched map tasks=4

Launched reduce tasks=1

Data-local map tasks=4

Total time spent by all maps in occupied slots (ms)=294764

Total time spent by all reduces in occupied slots (ms)=28318

Total time spent by all map tasks (ms)=294764

Total time spent by all reduce tasks (ms)=28318

Total vcore-seconds taken by all map tasks=294764

Total vcore-seconds taken by all reduce tasks=28318

Total megabyte-seconds taken by all map tasks=301838336

Total megabyte-seconds taken by all reduce tasks=28997632

Map-Reduce Framework

Map input records=3002445

Map output records=3002445

Map output bytes=83986994

Map output materialized bytes=89991908

Input split bytes=460

Combine input records=0

Combine output records=0

Reduce input groups=287542

Reduce shuffle bytes=89991908

Reduce input records=3002445

Reduce output records=5

Spilled Records=6004890

Shuffled Maps =4

Failed Shuffles=0

Merged Map outputs=4

GC time elapsed (ms)=2934

CPU time spent (ms)=31930

Physical memory (bytes) snapshot=1044996096

Virtual memory (bytes) snapshot=7508353024

Total committed heap usage (bytes)=777949184

Shuffle Errors

BAD\_ID=0

CONNECTION=0

IO\_ERROR=0

WRONG\_LENGTH=0

WRONG\_MAP=0

WRONG\_REDUCE=0

File Input Format Counters

Bytes Read=449865195

File Output Format Counters

Bytes Written=157

[cloudera@quickstart ~]$

BUSINESS ANALYST 2,4930.00

SENIOR SYSTEMS ANALYST JC60,4255.40

PROGRAMMER/ DEVELOPER,4160.00

BUSINESS SYSTEMS ANALYST 2,3966.80

SOFTWARE DEVELOPER 2,3480.80

2 a) Which part of the US has the most Data Engineer jobs for each year?

package h1b2;

import java.io.IOException;

import java.util.TreeMap;

import org.apache.hadoop.conf.Configuration;

import org.apache.hadoop.conf.Configured;

import org.apache.hadoop.fs.Path;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.NullWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Job;

import org.apache.hadoop.mapreduce.Mapper;

import org.apache.hadoop.mapreduce.Partitioner;

import org.apache.hadoop.mapreduce.Reducer;

import org.apache.hadoop.mapreduce.lib.input.FileInputFormat;

import org.apache.hadoop.mapreduce.lib.input.TextInputFormat;

import org.apache.hadoop.mapreduce.lib.output.FileOutputFormat;

import org.apache.hadoop.mapreduce.lib.output.TextOutputFormat;

import org.apache.hadoop.util.Tool;

import org.apache.hadoop.util.ToolRunner;

public class DataEngineerUS extends Configured implements Tool

{

public static class MapperClass extends Mapper<LongWritable,Text,Text,Text>

{

public void map(LongWritable key,Text value,Context context) throws IOException,InterruptedException

{

try

{

String record[] =value.toString().split("\t");

String job\_title=ecord[4];

String year=record[7];

String worksite=record[8];

String data=year;

if(job\_title.contains("DATA ENGINEER"))

{

context.write(new Text(worksite),new Text(data));

}

}

catch(Exception e)

{

System.out.println(e.getMessage());

}

}

}

public static class ReducerClass extends Reducer<Text,Text,NullWritable,Text>

{

TreeMap<Long,Text> topMap=new TreeMap<Long,Text>();

public void reduce(Text key,Iterable<Text> values,Context context)

{

String mykey=key.toString();

String year=null;

long total\_petition = 0;

for(Text val:values)

{

total\_petition++;

year = val.toString();

}

String petitions=String.format("%d",total\_petition);

String myvalue=mykey+"\t"+year+"\t"+petitions;

topMap.put(new Long(total\_petition), new Text(myvalue));

}

public void cleanup(Context context) throws IOException, InterruptedException

{

for(Text t:topMap.descendingMap().values())

{

context.write(NullWritable.get(),new Text(t));

}

}

}

public static class MyPartition extends Partitioner<Text,Text>

{

@Override

public int getPartition(Text key, Text value, int numReduceTasks)

{

String year=value.toString();

if(year.equals("2011"))

{

return 0 %numReduceTasks;

}

else if(year.equals("2012"))

{

return 1 %numReduceTasks;

}

else if(year.equals("2013"))

{

return 2 %numReduceTasks;

}

else if(year.equals("2014"))

{

return 3 %numReduceTasks;

}

else if(year.equals("2015"))

{

return 4 %numReduceTasks;

}

else if(year.equals("2016"))

{

return 5 %numReduceTasks;

}

else

{

return 6;

}

}

}

@Override

public int run(String[] arg) throws Exception

{

Configuration conf = new Configuration();

Job job = Job.getInstance(conf);

job.setJarByClass(DataEnginerUS.class);

job.setJobName("Find which part of US has most data engineer jobs ");

job.setMapOutputKeyClass(Text.class);

job.setMapOutputValueClass(Text.class);

job.setMapperClass(MapperClass.class);

job.setReducerClass(ReducerClass.class);

job.setPartitionerClass(MyPartition.class);

job.setNumReduceTasks(7);

job.setInputFormatClass(TextInputFormat.class);

job.setOutputFormatClass(TextOutputFormat.class);

job.setOutputKeyClass(NullWritable.class);

job.setOutputValueClass(Text.class);

FileInputFormat.addInputPath(job, new Path(arg[0]));

FileOutputFormat.setOutputPath(job, new Path(arg[1]));

System.exit(job.waitForCompletion(true) ? 0 : 1);

return 0;

}

public static void main(String args[]) throws Exception

{

ToolRunner.run(new Configuration(),new DataEngineerUS (), args);

System.exit(0);

}

}

SEATTLE, WASHINGTON 2011 20

SAN FRANCISCO, CALIFORNIA 2011 4

SAN MATEO, CALIFORNIA 2011 3

WALTHAM, MASSACHUSETTS 2011 2

TALLAHASSEE, FLORIDA 2011 1

SEATTLE, WASHINGTON 2012 30

SAN FRANCISCO, CALIFORNIA 2012 10

PONTIAC, MICHIGAN 2012 3

SAN MATEO, CALIFORNIA 2012 2

WOODLAND HILLS, CALIFORNIA 2012 1

SEATTLE, WASHINGTON 2013 46

SAN FRANCISCO, CALIFORNIA 2013 17

MENLO PARK, CALIFORNIA 2013 12

NEW YORK, NEW YORK 2013 6

ATLANTA, GEORGIA 2013 5

MOUNTAIN VIEW, CALIFORNIA 2013 3

THOUSAND OAKS, CALIFORNIA 2013 2

WOODLAND HILLS, CALIFORNIA 2013 1

SEATTLE, WASHINGTON 2014 45

SAN FRANCISCO, CALIFORNIA 2014 34

MENLO PARK, CALIFORNIA 2014 21

NEW YORK, NEW YORK 2014 18

MOUNTAIN VIEW, CALIFORNIA 2014 13

SAN MATEO, CALIFORNIA 2014 8

IRVINE, CALIFORNIA 2014 7

REDWOOD CITY, CALIFORNIA 2014 5

SUNNYVALE, CALIFORNIA 2014 4

ST. PETERSBURG, FLORIDA 2014 3

WINSTON-SALEM, NORTH CAROLINA 2014 2

YONKERS, NEW YORK 2014 1

SEATTLE, WASHINGTON 2015 61

NEW YORK, NEW YORK 2015 41

MENLO PARK, CALIFORNIA 2015 23

MOUNTAIN VIEW, CALIFORNIA 2015 18

SAN MATEO, CALIFORNIA 2015 15

SANTA MONICA, CALIFORNIA 2015 13

SAN RAMON, CALIFORNIA 2015 8

SUNNYVALE, CALIFORNIA 2015 7

SAN JOSE, CALIFORNIA 2015 6

REDWOOD CITY, CALIFORNIA 2015 5

CHICAGO, ILLINOIS 2015 4

TROY, MICHIGAN 2015 3

WESTBOROUGH, MASSACHUSETTS 2015 2

WOODLAND HILLS, CALIFORNIA 2015 1

SEATTLE, WASHINGTON 2016 128

SAN FRANCISCO, CALIFORNIA 2016 90

NEW YORK, NEW YORK 2016 70

MENLO PARK, CALIFORNIA 2016 39

IRVINE, CALIFORNIA 2016 18

SUNNYVALE, CALIFORNIA 2016 16

SAN MATEO, CALIFORNIA 2016 14

CHICAGO, ILLINOIS 2016 13

SANTA CLARA, CALIFORNIA 2016 12

MOUNTAIN VIEW, CALIFORNIA 2016 11

SAN JOSE, CALIFORNIA 2016 10

PLANO, TEXAS 2016 9

SANTA MONICA, CALIFORNIA 2016 8

WALTHAM, MASSACHUSETTS 2016 7

BURLINGTON, MASSACHUSETTS 2016 6

SAN BRUNO, CALIFORNIA 2016 5

VIENNA, VIRGINIA 2016 4

VENICE, CALIFORNIA 2016 3

WILMINGTON, DELAWARE 2016 2

YORKTOWN HEIGHTS, NEW YORK 2016 1

b) find top 5 locations in the US who have got certified visa for each year.

Ans:

package h1b2;

import java.io.IOException;

import java.util.TreeMap;

import org.apache.hadoop.conf.Configuration;

import org.apache.hadoop.conf.Configured;

import org.apache.hadoop.fs.Path;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.NullWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Job;

import org.apache.hadoop.mapreduce.Mapper;

import org.apache.hadoop.mapreduce.Partitioner;

import org.apache.hadoop.mapreduce.Reducer;

import org.apache.hadoop.mapreduce.lib.input.FileInputFormat;

import org.apache.hadoop.mapreduce.lib.input.TextInputFormat;

import org.apache.hadoop.mapreduce.lib.output.FileOutputFormat;

import org.apache.hadoop.mapreduce.lib.output.TextOutputFormat;

import org.apache.hadoop.util.Tool;

import org.apache.hadoop.util.ToolRunner;

public class TopLocation extends Configured implements Tool

{

public static class MapperClass extends Mapper<LongWritable,Text,Text,Text>

{

public void map(LongWritable key,Text value,Context context) throws IOException,InterruptedException

{

try

{

String record[] =value.toString().split("\t");

String year=record[7];

String job\_title=record[4];

String worksite=record[8];

String value=year

if(case\_status.equals("CERTIFIED"))

{

context.write(new Text(worksite),new Text(value));

}

}

catch(Exception e)

{

System.out.println(e.getMessage());

}

}

}

public static class ReducerClass extends Reducer<Text,Text,NullWritable,Text>

{

TreeMap<Long,Text> topMap=new TreeMap<Long,Text>();

public void reduce(Text key,Iterable<Text> values,Context context)

{

String mykey=key.toString();

long total\_petition = 0;

String year=null;

for(Text val:values)

{

total\_petition++;

year = val.toString();

}

String petition=String.format("%d",petition);

String myvalue=mykey+"\t"+year+"\t"+petition;

topMap.put(new Long(total\_petition),new Text(myvalue));

if(topMap.size() >5)

{

topMap.remove(topMap.firstKey());

}

}

public void cleanup(Context context) throws IOException, InterruptedException

{

for(Text t:topMap.descendingMap().values())

{

context.write(NullWritable.get(),new Text(t));

}

}

}

public static class MyPartition extends Partitioner<Text,Text>

{

@Override

public int getPartition(Text key, Text value, int numReduceTasks)

{

String year=value.toString();

if(year.equals("2011"))

{

return 0 %numReduceTasks;

}

else if(year.equals("2012"))

{

return 1 %numReduceTasks;

}

else if(year.equals("2013"))

{

return 2 %numReduceTasks;

}

else if(year.equals("2014"))

{

return 3 %numReduceTasks;

}

else if(year.equals("2015"))

{

return 4 %numReduceTasks;

}

else if(year.equals("2016"))

{

return 5 %numReduceTasks;

}

else

{

return 6;

}

}

}

@Override

public int run(String[] arg) throws Exception

{

Configuration conf = new Configuration();

Job job = Job.getInstance(conf);

job.setJarByClass(TopLocation.class);

job.setJobName("Find Top 5 location in US who got Certified visa in each year ");

job.setMapOutputKeyClass(Text.class);

job.setMapOutputValueClass(Text.class);

job.setMapperClass(MapperClass.class);

job.setReducerClass(ReducerClass.class);

job.setPartitionerClass(MyPartition.class);

job.setNumReduceTasks(7);

job.setInputFormatClass(TextInputFormat.class);

job.setOutputFormatClass(TextOutputFormat.class);

job.setOutputKeyClass(NullWritable.class);

job.setOutputValueClass(Text.class);

FileInputFormat.addInputPath(job, new Path(arg[0]));

FileOutputFormat.setOutputPath(job, new Path(arg[1]));

System.exit(job.waitForCompletion(true) ? 0 : 1);

return 0;

}

public static void main(String args[]) throws Exception

{

ToolRunner.run(new Configuration(),new TopLocation(), args);

System.exit(0);

}

}

NEW YORK, NEW YORK 2011 23172

HOUSTON, TEXAS 2011 8184

CHICAGO, ILLINOIS 2011 5188

SAN JOSE, CALIFORNIA 2011 4713

SAN FRANCISCO, CALIFORNIA 2011 4711

NEW YORK, NEW YORK 2012 23737

HOUSTON, TEXAS 2012 9963

SAN FRANCISCO, CALIFORNIA 2012 6116

CHICAGO, ILLINOIS 2012 5671

ATLANTA, GEORGIA 2012 5565

NEW YORK, NEW YORK 2013 23537

HOUSTON, TEXAS 2013 11136

SAN FRANCISCO, CALIFORNIA 2013 7281

SAN JOSE, CALIFORNIA 2013 6722

ATLANTA, GEORGIA 2013 6377

NEW YORK, NEW YORK 2014 27634

HOUSTON, TEXAS 2014 13360

SAN FRANCISCO, CALIFORNIA 2014 9798

SAN JOSE, CALIFORNIA 2014 8223

ATLANTA, GEORGIA 2014 8213

NEW YORK, NEW YORK 2015 31266

HOUSTON, TEXAS 2015 15242

SAN FRANCISCO, CALIFORNIA 2015 12594

ATLANTA, GEORGIA 2015 10500

SAN JOSE, CALIFORNIA 2015 9589

NEW YORK, NEW YORK 2016 34639

SAN FRANCISCO, CALIFORNIA 2016 13836

HOUSTON, TEXAS 2016 13655

ATLANTA, GEORGIA 2016 11678

CHICAGO, ILLINOIS 2016 11064

**Hive**

**Hive:** Hive is a Hadoop-based data warehousing-like framework originally developed by Facebook. It allows users to write queries in a SQL-like language caled HiveQL, which are then converted to MapReduce. This allows SQL programmers with no MapReduce experience to use the warehouse and makes it easier to integrate with business intelligence and visualization tools such as Microstrategy, Tableau, Revolutions Analytics, etc.

**3)Which industry has the most number of Data Scientist positions?**

Ans:

select soc\_name, count(job\_title) as count from h1b\_final where job\_title like '%DATA SCIENTIST%' group by soc\_name order by count desc limit 10;

STATISTICIANS 649

COMPUTER AND INFORMATION RESEARCH SCIENTISTS 500

OPERATIONS RESEARCH ANALYSTS 426

Computer and Information Research Scientists 208

COMPUTER OCCUPATIONS, ALL OTHER 179

Statisticians 152

SOFTWARE DEVELOPERS, APPLICATIONS 148

MATHEMATICIANS 147

COMPUTER SYSTEMS ANALYSTS 135

Operations Research Analysts 124

**4)Which top 5 employers file the most petitions each year?**

Ans:

create view topemp as select employer\_name,year, count(case\_status) as cnt from h1b\_final where year in ('2011','2012','2013','2014','2015','2016') group by year, employer\_name sort by year, cnt desc;

select year, employer\_name, cnt ,rank from(select year, employer\_name, rank() over (partition by year order by cnt desc) as rank,cnt from topemp) ranked\_table where ranked\_table.rank <=5;

2011 TATA CONSULTANCY SERVICES LIMITED 5416 1

2011 MICROSOFT CORPORATION 4253 2

2011 DELOITTE CONSULTING LLP 3621 3

2011 WIPRO LIMITED 3028 4

2011 COGNIZANT TECHNOLOGY SOLUTIONS U.S. CORPORATION 2721 5

2012 INFOSYS LIMITED 15818 1

2012 WIPRO LIMITED 7182 2

2012 TATA CONSULTANCY SERVICES LIMITED 6735 3

2012 DELOITTE CONSULTING LLP 4727 4

2012 IBM INDIA PRIVATE LIMITED 4074 5

2013 INFOSYS LIMITED 32223 1

2013 TATA CONSULTANCY SERVICES LIMITED 8790 2

2013 WIPRO LIMITED 6734 3

2013 DELOITTE CONSULTING LLP 6124 4

2013 ACCENTURE LLP 4994 5

2014 INFOSYS LIMITED 23759 1

2014 TATA CONSULTANCY SERVICES LIMITED 14098 2

2014 WIPRO LIMITED 8365 3

2014 DELOITTE CONSULTING LLP 7017 4

2014 ACCENTURE LLP 5498 5

2015 INFOSYS LIMITED 33245 1

2015 TATA CONSULTANCY SERVICES LIMITED 16553 2

2015 WIPRO LIMITED 12201 3

2015 IBM INDIA PRIVATE LIMITED 10693 4

2015 ACCENTURE LLP 9605 5

2016 INFOSYS LIMITED 25352 1

2016 CAPGEMINI AMERICA INC 16725 2

2016 TATA CONSULTANCY SERVICES LIMITED 13134 3

2016 WIPRO LIMITED 10607 4

2016 IBM INDIA PRIVATE LIMITED 9787 5

Time taken: 111.88 seconds, Fetched: 30 row(s)

**5) Find the most popular top 10 job positions for H1B visa applications for each year?**

Ans:

create view topjob as select job\_title,year, count(case\_status) as cnt from h1b\_final where year in ('2011','2012','2013','2014','2015','2016') group by year, job\_title sort by year, cnt desc;

select year, job\_title, cnt ,rank from(select year, job\_title, rank() over (partition by year order by cnt desc) as rank,cnt from topjob) ranked\_table where ranked\_table.rank <=10;

2011 PROGRAMMER ANALYST 31799 1

2011 SOFTWARE ENGINEER 12763 2

2011 COMPUTER PROGRAMMER 8998 3

2011 SYSTEMS ANALYST 8644 4

2011 BUSINESS ANALYST 3891 5

2011 COMPUTER SYSTEMS ANALYST 3698 6

2011 ASSISTANT PROFESSOR 3467 7

2011 PHYSICAL THERAPIST 3377 8

2011 SENIOR SOFTWARE ENGINEER 2935 9

2011 SENIOR CONSULTANT 2798 10

2012 PROGRAMMER ANALYST 33066 1

2012 SOFTWARE ENGINEER 14437 2

2012 COMPUTER PROGRAMMER 9629 3

2012 SYSTEMS ANALYST 9296 4

2012 BUSINESS ANALYST 4752 5

2012 COMPUTER SYSTEMS ANALYST 4706 6

2012 SOFTWARE DEVELOPER 3895 7

2012 PHYSICAL THERAPIST 3871 8

2012 ASSISTANT PROFESSOR 3801 9

2012 SENIOR CONSULTANT 3737 10

2013 PROGRAMMER ANALYST 33880 1

2013 SOFTWARE ENGINEER 15680 2

2013 COMPUTER PROGRAMMER 11271 3

2013 SYSTEMS ANALYST 8714 4

2013 TECHNOLOGY LEAD - US 7853 5

2013 TECHNOLOGY ANALYST - US 7683 6

2013 BUSINESS ANALYST 5716 7

2013 COMPUTER SYSTEMS ANALYST 5043 8

2013 SOFTWARE DEVELOPER 5026 9

2013 SENIOR CONSULTANT 4326 10

2014 PROGRAMMER ANALYST 43114 1

2014 SOFTWARE ENGINEER 20500 2

2014 COMPUTER PROGRAMMER 14950 3

2014 SYSTEMS ANALYST 10194 4

2014 SOFTWARE DEVELOPER 7337 5

2014 BUSINESS ANALYST 7302 6

2014 COMPUTER SYSTEMS ANALYST 6821 7

2014 TECHNOLOGY LEAD - US 5057 8

2014 TECHNOLOGY ANALYST - US 4913 9

2014 SENIOR CONSULTANT 4898 10

2015 PROGRAMMER ANALYST 53436 1

2015 SOFTWARE ENGINEER 27259 2

2015 COMPUTER PROGRAMMER 14054 3

2015 SYSTEMS ANALYST 12803 4

2015 SOFTWARE DEVELOPER 10441 5

2015 BUSINESS ANALYST 8853 6

2015 TECHNOLOGY LEAD - US 8242 7

2015 COMPUTER SYSTEMS ANALYST 7918 8

2015 TECHNOLOGY ANALYST - US 7014 9

2015 SENIOR SOFTWARE ENGINEER 6013 10

2016 PROGRAMMER ANALYST 53743 1

2016 SOFTWARE ENGINEER 30668 2

2016 SOFTWARE DEVELOPER 14041 3

2016 SYSTEMS ANALYST 12314 4

2016 COMPUTER PROGRAMMER 11668 5

2016 BUSINESS ANALYST 9167 6

2016 COMPUTER SYSTEMS ANALYST 6900 7

2016 SENIOR SOFTWARE ENGINEER 6439 8

2016 DEVELOPER 6084 9

2016 TECHNOLOGY LEAD - US 5410 10

Time taken: 150.405 seconds, Fetched: 60 row(s)

**7) Create a bar graph to depict the number of applications for each year**

Ans:

select year, COUNT(case\_status) from h1b\_final group by year;

2011 358767

2013 442114

2015 618727

2012 415607

2014 519427

2016 647803

![](data:image/png;base64,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)

Figure 7: Number of application per year

**Pig Latin:**

**Pig:** Pig Latin is a Hadoop-based language developed by Yahoo. It is relatively easy to learn and is adept at very deep, very long data pipelines (a limitation of SQL.)

**6. Find the percentage and the count of each case\_status on total applications for each year, Creating a graph depicting the pattern of all cases.**

h1b = load '/user/hive/warehouse/niit.db/h1b\_final' using PigStorage() as(sno:int, case\_status:chararray, employer\_name:chararray, soc\_name:chararray, job\_title:chararray,full\_time\_position:chararray,prevailining\_wage:double, year:chararray, worksite:chararray, longitude:int, latitude:int);

new = foreach h1b generate $7, $1;

groupbyyear = group new by year;

newgroup = foreach groupbyyear generate group as year, COUNT(b)as total;

filterbycase= filter new by case\_status=='CERTIFIED';

filteryear= group filterbycase by year;

certified = foreach filteryear generate group as year, COUNT(x) as certified;

joindata = join newgroup by $0,certified by $0;

data = foreach joindata generate $0,$1,$3,((double)$3\*100/(double)$1) as percent;

dump data;

**year total certified percent**

(2011,358767,307936,85.83175152675692)

(2012,415607,352668,84.85612609989725)

(2013,442114,382951,86.61815730784367)

(2014,519427,455144,87.62424748809747)

(2015,618727,547278,88.45225761927313)

(2016,647803,569646,87.93506667922192)

h1b = load '/user/hive/warehouse/niit.db/h1b\_final' using PigStorage() as(sno:int, case\_status:chararray, employer\_name:chararray, soc\_name:chararray, job\_title:chararray,full\_time\_position:chararray,prevailining\_wage:double, year:chararray, worksite:chararray, longitude:int, latitude:int);

new = foreach h1b generate $7, $1;

groupbyyear = group new by year;

newgroup = foreach groupbyyear generate group as year, COUNT(b)as total;

filterbycase= filter new by case\_status=='CERTIFIED-WITHDRAWN';

filteryear= group filterbycase by year;

certified = foreach filteryear generate group as year, COUNT(x) as certified;

joindata = join newgroup by $0,certified by $0;

data = foreach joindata generate $0,$1,$3,((double)$3\*100/(double)$1) as percent;

dump data;

(2011,358767,11596,3.2321813321738064)

(2012,415607,31118,7.487361858678993)

(2013,442114,35432,8.014222576077664)

(2014,519427,36350,6.9980959788382195)

(2015,618727,41071,6.637984119005636)

(2016,647803,47092,7.269493966529948)

h1b = load '/user/hive/warehouse/niit.db/h1b\_final' using PigStorage() as(sno:int, case\_status:chararray, employer\_name:chararray, soc\_name:chararray, job\_title:chararray,full\_time\_position:chararray,prevailining\_wage:double, year:chararray, worksite:chararray, longitude:int, latitude:int);

new = foreach h1b generate $7, $1;

groupbyyear = group new by year;

newgroup = foreach groupbyyear generate group as year, COUNT(b)as total;

filterbycase= filter new by case\_status=='WITHDRAWN';

filteryear= group filterbycase by year;

certified = foreach filteryear generate group as year, COUNT(x) as certified;

joindata = join newgroup by $0,certified by $0;

data = foreach joindata generate $0,$1,$3,((double)$3\*100/(double)$1) as percent;

dump data;

(2011,358767,10105,2.816591269542628)

(2012,415607,10725,2.5805628875355806)

(2013,442114,11590,2.621495813297023)

(2014,519427,16034,3.086863024063054)

(2015,618727,19455,3.144359305477214)

(2016,647803,21890,3.3791137120389996)

h1b = load '/user/hive/warehouse/niit.db/h1b\_final' using PigStorage() as(sno:int, case\_status:chararray, employer\_name:chararray, soc\_name:chararray, job\_title:chararray,full\_time\_position:chararray,prevailining\_wage:double, year:chararray, worksite:chararray, longitude:int, latitude:int);

new = foreach h1b generate $7, $1;

groupbyyear = group new by year;

newgroup = foreach groupbyyear generate group as year, COUNT(b)as total;

filterbycase= filter new by case\_status=='DENIED';

filteryear= group filterbycase by year;

certified = foreach filteryear generate group as year, COUNT(x) as certified;

joindata = join newgroup by $0,certified by $0;

data = foreach joindata generate $0,$1,$3,((double)$3\*100/(double)$1) as percent;

dump data;

(2011,358767,29130,8.119475871526646)

(2012,415607,21096,5.0759491538881685)

(2013,442114,12141,2.7461243027816353)

(2014,519427,11899,2.290793509001265)

(2015,618727,10923,1.76539895624403)

(2016,647803,9175,1.4163256422091284)
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Figure 8: Percentage And Count

**8) Find the average Prevailing Wage for each Job for each Year (take part time and full time separate)**

Ans:

a = load '/user/hive/warehouse/niit.db/h1b\_final' using PigStorage() as(sno:int, case\_status:chararray, employer\_name:chararray, soc\_name:chararray, job\_title:chararray,full\_time\_position:chararray,prevailining\_wage:double, year:chararray, worksite:chararray, longitude:int, latitude:int);

b = filter a by year=='2011';

c = foreach b generate $4, $5, $6, $7;

d = group c by ($0, $1);

e = foreach d generate group as job\_title, COUNT(c),SUM(c.prevailining\_wage);

f = foreach e generate $0, ($2/$1)as avg;

g = order f by $0 desc;

h = limit g 10;

dump h;

2011

(( SYSTEMS ANALYST,Y),42078.5)

(( COMPUTER SYSTEMS ENGINEER,Y),46218.0)

((|NFORMATION MANAGEMENT SPECIALIST,Y),38875.0)

(([PHYSICAL THERAPIST,Y),69035.0)

(([HIOX] COMMERCIAL SPECIALIST (SALES ENGINEER),Y),63357.0)

((ZOOLOGIST,Y),40914.0)

((ZONE MANAGER, OPERATIONS & ANALYSIS,Y),89378.0)

((ZONE BUSINESS DEVELOPMENT MANAGER,Y),80912.0)

((YOUTUBE STRATEGY & OPERATIONS ANALYST,Y),72238.0)

((YOUTH SERVICE DEPARTMENT SUPERVISOR,Y),30514.0)

a = load '/user/hive/warehouse/niit.db/h1b\_final' using PigStorage() as(sno:int, case\_status:chararray, employer\_name:chararray, soc\_name:chararray, job\_title:chararray,full\_time\_position:chararray,prevailining\_wage:double, year:chararray, worksite:chararray, longitude:int, latitude:int);

b = filter a by year=='2012';

c = foreach b generate $4, $5, $6, $7;

d = group c by ($0, $1);

e = foreach d generate group as job\_title, COUNT(c),SUM(c.prevailining\_wage);

f = foreach e generate $0, ($2/$1)as avg;

g = order f by $0 desc;

h = limit g 10;

dump h;

2012

(( LEAD TEST ANALYST,Y),69389.0)

((ZOOLOGISTS AND WILDLIFE BIOLOGISTS I,Y),31803.0)

((ZOOLOGIST - REPRODUCTIVE PHYSIOLOGY,Y),56222.0)

((ZOOKEEPER,Y),20800.0)

((ZOO BIRD KEEPER,Y),30784.0)

((ZONING MANAGER,Y),84635.0)

((ZONE MERCHANDISER,Y),64064.0)

((ZLC SPECIALIST, PROCESS IMPROVEMENT,Y),67080.0)

((YOUTH WORKER,Y),24044.0)

((YOUTH THERAPIST,Y),28558.0)

2013

a = load '/user/hive/warehouse/niit.db/h1b\_final' using PigStorage() as(sno:int, case\_status:chararray, employer\_name:chararray, soc\_name:chararray, job\_title:chararray,full\_time\_position:chararray,prevailining\_wage:double, year:chararray, worksite:chararray, longitude:int, latitude:int);

b = filter a by year=='2013';

c = foreach b generate $4, $5, $6, $7;

d = group c by ($0, $1);

e = foreach d generate group as job\_title, COUNT(c),SUM(c.prevailining\_wage);

f = foreach e generate $0, ($2/$1)as avg;

g = order f by $0 desc;

h = limit g 10;

dump h;

(( TEST ANALYST - US,Y),53872.0)

(( TECHNOLOGY ARCHITECT - US,Y),96033.0)

(( LEAD CONSULTANT - US,Y),99652.0)

(( CONSULTANT - US,Y),56992.0)

(([FINANCIAL] ANALYST, STRUCTURED CREDIT,Y),73070.0)

((ZYQAD SPECIALIST,Y),88493.5)

((ZOO EDUCATION COORDINATOR,Y),36899.0)

((ZONE ACCOUNT MANAGER, CAPITOL DEAL,Y),30017.0)

((ZMS SOFTWARE ENGINEER,Y),105206.0)

((ZIMBABWE PARTNERSHIP COORDINATOR,N),25729.0)

2014

a = load '/user/hive/warehouse/niit.db/h1b\_final' using PigStorage() as(sno:int, case\_status:chararray, employer\_name:chararray, soc\_name:chararray, job\_title:chararray,full\_time\_position:chararray,prevailining\_wage:double, year:chararray, worksite:chararray, longitude:int, latitude:int);

b = filter a by year=='2014';

c = foreach b generate $4, $5, $6, $7;

d = group c by ($0, $1);

e = foreach d generate group as job\_title, COUNT(c),SUM(c.prevailining\_wage);

f = foreach e generate $0, ($2/$1)as avg;

g = order f by $0 desc;

h = limit g 10;

dump h;

(( TEAM LEAD - US,Y),46779.0)

(( SOFTWARE TEST ENGINEER,Y),65936.0)

(( SENIOR PROJECT LEADER,Y),60778.0)

(( QUALITY ASSURANCE ANALYST,Y),77938.0)

(( MOBILE SQA ENGINEER   ,Y),41288.0)

(( BUSINESS INTELLIGENCE ANALYST,Y),77938.0)

((`QUALITY ASSURANCE ANALYST,Y),55682.0)

((]ENGINEERING LEAD,Y),51542.0)

((ZOOLOGIST,N),49795.0)

((ZOOKEEPER,Y),27745.0)

2015

a = load '/user/hive/warehouse/niit.db/h1b\_final' using PigStorage() as(sno:int, case\_status:chararray, employer\_name:chararray, soc\_name:chararray, job\_title:chararray,full\_time\_position:chararray,prevailining\_wage:double, year:chararray, worksite:chararray, longitude:int, latitude:int);

b = filter a by year=='2015';

c = foreach b generate $4, $5, $6, $7;

d = group c by ($0, $1);

e = foreach d generate group as job\_title, COUNT(c),SUM(c.prevailining\_wage);

f = foreach e generate $0, ($2/$1)as avg;

g = order f by $0 desc;

h = limit g 10;

dump h;

(( SYSTEMS ANALYST,Y),61776.0)

(( SOFTWARE TEST ENGINEER,Y),78707.0)

(( SAS ANALYST,Y),55598.0)

(( ORACLE APPS DBA,Y),60674.0)

((  MIDDLEWARE ADMINISTRATION.,Y),57429.0)

((ZOS SYSTEMS PROGRAMMER,Y),87818.0)

((ZONE ENGINEER,Y),82118.0)

((ZONAL ISOLATION SEGMENT ENGINEERING TECHNICAL AUTHORITY,Y),112486.0)

((ZMS WEB CLIENT ENGINEER,Y),108534.0)

((ZMS ENGINEER,Y),89502.0)

2016

a = load '/user/hive/warehouse/niit.db/h1b\_final' using PigStorage() as(sno:int, case\_status:chararray, employer\_name:chararray, soc\_name:chararray, job\_title:chararray,full\_time\_position:chararray,prevailining\_wage:double, year:chararray, worksite:chararray, longitude:int, latitude:int);

b = filter a by year=='2016';

c = foreach b generate $4, $5, $6, $7;

d = group c by ($0, $1);

e = foreach d generate group as job\_title, COUNT(c),SUM(c.prevailining\_wage);

f = foreach e generate $0, ($2/$1)as avg;

g = order f by $0 desc;

h = limit g 10;

dump h;

(( SR. BUSINESS INTELLIGENCE DEVELOPER,N),69909.0)

(( SOFTWARE PROGRAMMER,N),65042.0)

(( SOFTWARE ENGINEER,N),65042.0)

(( SHAREPOINT/SQL DEVELOPER,Y),76107.0)

(( QA ANALYST,N),56555.0)

(( PROJECT MANAGERS,N),60986.0)

(( BUSINESS INTELLIGENCE ANALYST,Y),77230.0)

(( BUSINESS ANALYST,N),60133.0)

((  MIDDLEWARE ADMINISTRATION.,N),57429.0)

(([FINANCIAL] ANALYST, STRUCTURED CREDIT,Y),80163.0)

**9) Which are top ten employers who have the highest success rate morethan 70% in petitions filed more than 1000?**

Ans:

h1b = load '/user/hive/warehouse/niit.db/h1b\_final' using PigStorage() as(sno:int, case\_status:chararray, employer\_name:chararray, soc\_name:chararray, job\_title:chararray,full\_time\_position:chararray,prevailining\_wage:double, year:chararray, worksite:chararray, longitude:int, latitude:int);

new = foreach h1b generate employer\_name,case\_status;

filterbywithdrawn = filter new by case\_status=='CERTIFIED-WITHDRAWN';

filterbycertified = filter new by case\_status=='CERTIFIED';

newgroup = group new by employer\_name;

groupcertified = group filterbycertified by employer\_name;

groupwithdrawn = group filterbywithdraw by employer\_name;

petitions = foreach newgroup generate group as employer,COUNT(new) as cnt;

certifiedpetition= foreach groupcertified generate group as employer,COUNT(filterbycertified) as cnt;

withdrawnpetition = foreach groupwithdrawn generate group as employer,COUNT(filterbywithdrawn) as cnt;

joindata = join petitions by $0, certifiedpetition by $0, withdrawnpetition by $0;

value1 = foreach joindata generate $0,$1,($3+$5);

success = foreach value1 generate $0,$1,((double)$2\*100/(double)$1) as success;

filterbycondition = filter success by $1>=10000 and $2>70.0;

orderdata = order filterbycondition by $2 desc;

final =limit orderdata 10;

dump final;

(INFOSYS LIMITED,130592,99.5405537858368)

(ACCENTURE LLP,33447,99.393069632553)

(TATA CONSULTANCY SERVICES LIMITED,64726,99.33720606865866)

(HCL AMERICA, INC.,22678,99.26801305229738)

(DELOITTE CONSULTING LLP,36742,98.32888792118013)

(WIPRO LIMITED,48117,98.28958580127606)

(MICROSOFT CORPORATION,25576,98.09196121363779)

(ERNST & YOUNG U.S. LLP,18232,98.0528740675735)

(CAPGEMINI AMERICA INC,16725,97.95515695067265)

(GOOGLE INC.,16473,96.59442724458205)

**10) Which are the top 10 job positions which have the highest success rate in petitions?**

Ans:

h1b = load '/user/hive/warehouse/h1b\_final' using PigStorage() as

(sno:int, case\_status:chararray, employer\_name:chararray, soc\_name:chararray,job\_title:chararray,full\_time\_position:chararray,prevailining\_wage:double, year:chararray, worksite:chararray, longitude:int, latitude:int);

new = foreach h1b generate $4,$1;

filterbycertified = filter new by case\_status=='CERTIFIED';

filterbywithdrawn = filter new by case\_status=='CERTIFIED-WITHDRAWN';

newgroup = group new by job\_title;

groupcertified = group filterbycertified by job\_title;

groupwithdrawn = group filterbywithdrawn by job\_title;

petitions = foreach newgroup generate group as job\_Position,COUNT(new) as cnt;

certifiedpetition = foreach groupcertified generate group as job\_Position,COUNT(v filterbycertified ) as cnt;

withdrawnpetition = foreach groupwithdrawn generate group as job\_Position,COUNT(filterbywithdrawn) as cnt;

joindata = join petitions by $0, certifiedpetition by $0, withdrawnpetition by $0;

value1 = foreach joindata generate $0,$1,($3+$5);

successrate = foreach value1 generate $0,$1,((double)$2\*100/(double)$1) as success;

result = filter successrate by $1>=10000 and $2>70.0

orderdata = order result by $2 desc;

result1 =limit orderdata 10;

dump result1;

(AGRIGENETICS D/B/A MYCOGEN CORPORATION, A SUBSIDIARY OF THE DOW CHEMIC,7,100.0)

(AUSCO PETROLEUM, INC. (D/B/A AUSTIN EXPLORATION, LTD. OR AUS-TEX EXPLO,12,100.0)

(DENTSPLY TULSA DENTAL SPECIALTIES (DIVISION OF DENTSPLY INTERNATIONAL),2,100.0)

(EUROFINS LANCASTER LABORATORIES, PROFESSIONAL SCIENTIFIC SERVICES, LLC,7,100.0)

(NEW YORK CITY CHARTER HS FOR ARCHIT., ENG'G, & CONSTRUCTION INDUSTRIES,2,100.0)

(ROHM AND HAAS CHEMICALS, LLC, A SUBSIDIARY OF THE DOW CHEMICAL COMPANY,15,100.0)

(ROHM AND HAAS ELECTRONIC MATERIALS LLC, A SUBSIDIARY OF THE DOW CHEMIC,17,100.0)

(TEJANO CENTER FOR COMMUNITY CONCERNS - RAUL YZAGUIRRE SCHOOL FOR SUCCE,3,100.0)

(THE GRADUATE SCHOOL AND UNIVERSITY CENTER OF THE CITY UNIVERSITY OF NY,3,100.0)

(VEOLIA NORTH AMERICA, INC. F/K/A VEOLIA ENVIRONNEMENT NORTH AMERICA OP,5,100.0)

**Sqoop**

**Sqoop:** Sqoop is a connectivity tool for moving data from non-Hadoop data stores – such as relational databases and data warehouses – into Hadoop. It allows users to specify the target location inside of Hadoop and instruct Sqoop to move data from Oracle, Teradata or other relational databases to the target.

11) Export result for question no 10 to MySql database.

Ans: